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Abstract— In hazardous environment, if attacker has enough computing power then it becomes difficult to use pseudo-random number in encryption algorithm. The solution to the problem is true random numbers which prevent attacker from predicting next random number sequence. This paper presents a True Random Number Generator [TRNG] using analog Phase-Locked Loop (PLL) on a digital Altera FPGA-based soft processor. It is built on the estimation of cost, power and performance metrics using hardware software co-designing. It optimizes the FPGA architecture to achieve mid-point result between hardware implementation and software implementation. TRNG embedded in SOPC is faster, cheaper and simpler than previous system and increases the security of the system in hostile environment.
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I. INTRODUCTION

Mainly there are two types of random numbers, Pseudo-random numbers [PRN] and true random numbers [TRN]. There are numerous applications like Cryptography, key generation, statistics, as a password source, art, algorithms and protocols where random numbers are extensively used. Pseudo random number generation [PRNG] is deterministic approach and can be generated using computer and digital hardware. On the other hand true random number generation [TRNG] is nondeterministic approach which requires some real world phenomenon. Sometimes Pseudo-random numbers appears to be truly random and almost indistinguishable from true random numbers. This is due to ‘seeding’ PRN with TRN still PRNG has some sort of repetition in their pattern.

In hostile environment security is major concern and as randomness increases security increases. If unauthorized personnel have strong computing power then next PRN sequence can be forecasted. In order to prevent strongest advisory from predicting next sequence, TRN are used. The basic requirement for generating TRN is shown in figure 1.

II. LITERATURE SURVEY

There are different methods proposed in literature to produce TRNG. In [1] detailed analysis of jitter characteristics using [4, 5, 6 and 7] is done. The jitters generated by Phase locked loop (PLL) as an analog component is sampled in order to produce TRNG. In [2] different methods of TRNG generation and there drawback are explained in detail. Discrete-time chaos method- problem inaccuracies in circuit which limit A/D resolution, Oscillation sampling method- problem-jitter generated in oscillator are not sufficient enough to produce desired randomness, Direct amplification method- problem-shielding problem between substrate signal and power supply. In [3] TRNGs are generated by random jitter generated by noise caused due to electronic components

III. DESIGN PRINCIPAL OF TRNG

Any undesired displacement of clock from its desired position is known as jitter. This jitters are used as source of randomness (Entropy source). The detailed description of fig.2 is as follows:

Figure -1: Block diagram of TRNG.

Figure -2: Design Principal of TRNG.
A. PLL:
It generates jittery clock due to different reasons such as interference due to power, ground, internal noise of circuitry, thermal agitation of charge carriers etc. Jitters generated due to internal noise of VCO of PLL is of more interest as its non-deterministic source of jitter while other are deterministic source jitter.

B. D-flip flop:
It samples the output clock (CLJ) generated by PLL with respect to reference clock (CLK). When both CLJ and CLK have same initial phase and frequency maximum entropy can be achieved on the contrary when CLJ and CLK have different initial phase and frequency minimum entropy is achieved.

C. XOR Decimator:
This is the last step in the process of generating TRNG and mainly used for post processing to strengthening the design.

IV. MATHEMATICAL ANALYSIS
PLL can be used for frequency synthesis. Equation-1 shows how CLJ is generated from CLK by proper selection of dividing $K_D$ and multiplying factor $K_M$.

$$CLJ = CLK \times \frac{K_M}{K_D}$$
(1)

The values of $K_M$ and $K_D$ are selected in such a way that, following conditions are satisfied:

\[
\text{GCD (2 K}_M, K_D) = 1 \quad \text{and} \quad K_D = \text{Must be an odd value.}
\]
(2)

GCD is nothing but Greatest Common Divisor and above equation insures that the maximum guaranteed distance between the closest edges of CLJ and CLK (denoted by $T_{JIT}$).

$$T_{JIT} = \left[\frac{1}{F_{REF}}\right] * \left[\frac{\text{GCD (2 K}_M, K_D)}{(4 * K_M)}\right]$$
(3)

With proper selection of $K_M$, $K_D$ and $F_{REF}$ it’s possible to satisfy below conditions:

Also $T_{JIT} \leq \sigma_{JIT}$
Where $\sigma_{JIT} \geq 15 \text{ ps}$
(4)

If all above conditions are satisfied the proposed method becomes insensitive to deterministic PLL jitter and completely depends on non-deterministic PLL jitter.

V. HARDWARE IMPLEMENTATION AND RESULTS
The proposed TRNG is realized in Altera cyclone-III development board by writing parameterized VHDL code for it in Altera Quartus-II software. The FPGA development board has four on chip PLLs out of which two are used to generate CLJ and CLK signals. Fig.3 shows the complete hardware set up of the TRNG.

The frequency of reference clock source is 80 MHz, $K_M$ and $K_D$ values are 700 and 1121 respectively. These values ensures that all above equations (From equation 1-4) get satisfied resulting in values $T_{JIT} \approx 4.46\text{ps} \leq \sigma_{JIT}$, Bit rate $\approx 71\text{ kb/sec}$ and Sensitivity $\approx 251*10^{12}$.

As compared to [1] and [3] bit rate has increased by approximately 2kb/sec and 61kb/sec. respectively. Fig.4 shows the resource utilization of proposed TRNG.

The advantage of hardware software co-designing (i.e. using on chip hardware PLL and reconfiguring it using Altera quartus-II software) can be well understood from fig.5.

It can be seen that software implementation is more cost efficient and flexible but results in less performance as compared to hardware and hardware software co-designing. While hardware implementation is more costly and result in highest performance but has less flexibility as compared to software and hardware software co-designing. In comparison with software and hardware implementation, an optimum result can be achieved with hardware software co-designing as per as cost, performance and flexibility is concern and that can be seen from fig. below:
There are many tests which can be used to check the quality of random numbers generated. One of the most promising test among them is NIST statistical test. It is developed by National Institute of Standards and Technology (NIST) U.S. and publically available. This test consists of one significance value ($\alpha$) which is probability of error mean and lies in the range of 0.001 to 0.01. If P-Value calculated by test suit is greater than $\alpha$ then sequence is considered as random else non-random.

We have performed this test on 1-Gb output generated by PLL based TRNG Generator by selecting a set of 1-Mb (m=1024) sequence. The NIST test results are summarized in table -1.

![Diagram](image-url)

**Figure -5:** Comparison of software, hardware and hardware software co-designing implementation methods.

### VI. TESTING AND VALIDATION

In this paper we proposed a novel method of TRNG generation using hardware software co-designing. Its advantage lies in the fact that it uses non deterministic source of jitter generated by analog on chip PLL which is being configured using software quartus-II justifying the name hardware software co-designing. Proposed TRNG generation method closely resemble ideal TRNG by passing NIST test and hence can be used in different cryptographic application where higher bit rate and long bit sequences are desirable. As our proposed method is almost indistinguishable from ideal TRNG it can at least be used as true source of entropy or “seeding” for PRNGs. Above results shows that TRNG can be realized in FPGA by significantly increasing the level of security for cryptographic applications. The future work might be proceeded in the direction of optimizing the design by proper selection of $K_M$, $K_P$ and $F_{REF}$ values using different advanced engineering optimization algorithms and there comparative performance evaluation.

#### VII. CONCLUSION

All that goes with this project is a compromise between theoretical consideration and practical limitation. It involves all technical and non-technical experience from various sources. We wish our thanks to all those whose experience in electronic helped us in completing this project. I am glad to express my sincere thanks to my project guide and H.O.D. Prof. V. V. Deotare who offered me valuable tips to complete my project his cheerful encouragement, invaluable suggestion & technical support of vital importance has made us to complete this project successfully. Finally I am thankful to all the technical staff that extended their cooperation towards me as and when needed.
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